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Abstract  

Initializing blocks of a file is a frequently used function on computers. One of the simplest ways to initialize a 

file block is to open the file and initialize all data. This allows you to completely erase the data the file previously 

contained. In this paper, we design a system that initializes file blocks within a specific folder. When you specify 

a folder you want to initialize, the files in the folder are found, the file data is read, and the read data is initialized 

and saved in the file. In this way, all file blocks in a specific folder are initialized. The experiment was performed 

on the function proposed in this paper. As a result of the experiment, it was confirmed that initialization of file 

blocks in a specific folder worked normally. 
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1. Introduction 

The file system is a core component that stores and manages data in a computer. The file system stores files 

by dividing them into small units called blocks, and these blocks are the basic storage units of the file system. 

When a file is deleted or modified, the blocks of the file are initialized and the previous data is completely 

erased. However, for security reasons, there are times when the data of a specific file must be completely 

deleted or initialized. For example, if the blocks of the file are not completely initialized after deleting a file 

containing important personal information or confidential documents, there is a risk of data leakage. 

To solve this problem, an effective method to 

initialize the blocks of a specific file is needed. A 

classic method for this is to delete the file and then 

perform an overwrite operation. However, this method 

makes all blocks unreliable and may remain in a 

recoverable state. Therefore, a safe and efficient file 

initialization method is needed. 

In this paper, we propose a function to initialize the 

blocks of a specific file. The existing file deletion block 

structure is as shown in Figure 1 below. 

 

 

 

Figure 1. Existing deleted file block 

structure 
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As shown in Fig. 1, it generally shows the data block structure of the original file. In general, the data block 

of the original file consists of a data structure that manages the data block and a data block where the actual 

data exists. When a user deletes such a file, the operating system often does not delete the data block. In other 

words, as shown in the right figure of Fig. 1, When a user requests to delete a file, as shown in the right picture 

of Fig1, in many cases only the data structure that manages the data blocks contained in the file is deleted. 

That is, the data blocks that the file contains remain unchanged. 

This existing file deletion method can cause various problems. Since the data block remains unchanged, it 

is possible to recover the data block if it is to be recovered. In most cases, the user expects the data block of 

the file to be deleted irreversibly and completely, but this does not happen. 

In order to improve the problems of this existing file deletion method, this paper proposes a new file deletion 

method. The safety and efficiency of the proposed algorithm were evaluated and experiments were conducted 

by applying it in practice. This paper proposes a secure file initialization method to strengthen file security and 

personal information protection functions for files. The composition of this paper is explained in the following 

order: Chapter 2 describes related research, Chapter 3 describes system design, Chapter 4 describes 

experiments, and Chapter 5 describes conclusions. 

 

2. Related research 

File security and privacy are important issues in modern information technology. Even if a file is deleted 

from a computer system, the data of the file may not actually be removed and may still remain on the disk. 

This may lead to security issues such as data leakage. To solve these issues, active research is being conducted 

on how to initialize blocks held by specific files. 

Recent studies have proposed various approaches and technologies for file initialization methods. These 

studies perform file initialization considering both safety and efficiency. One study proposed a method to 

identify the clusters that the file actually used after deleting a file and initialize the clusters [1, 2, 3]. This 

method guarantees complete deletion of data by directly initializing the clusters that the file used. 

Another study proposed a method to randomly fill the blocks of a file using a specific algorithm and initialize 

them repeatedly when deleting a file [4, 5, 6]. This method makes it difficult to recover previous data even if 

the file is deleted. By repeating the process of filling the blocks randomly, it is difficult to regenerate previous 

data. In addition, some studies have proposed a method to completely overwrite data by writing random 

patterns on the disk when deleting a file. This method not only completely initializes the blocks used by the 

file to prevent data recovery, but also makes it difficult to identify or recover previous data by overwriting data 

using random patterns. These studies have presented new perspectives and approaches to file initialization 

methods to improve data security and privacy [4, 5, 6].  

Existing file system initialization methods use various methods and techniques to erase and initialize file 

data. The commonly used initialization methods are as follows: Block data overwriting: The most basic file 

initialization method, which deletes a file and then overwrites it with random data or patterns. This method 

initializes all blocks of the file and erases previous data, but some blocks may not be completely initialized 

because the file is overwritten block by block [7, 8, 9]. Formatting: This method initializes the file system by 

formatting the disk. This method completely initializes the file system and erases all data, but since it initializes 

the entire disk, other data in the system may also be erased. Using a format tool (Tool-based): This method 

securely deletes files using a professional file deletion tool or disk utility. These tools use advanced algorithms 

to securely initialize all blocks of a file and make them unrecoverable [10, 11]. Encryption before Disposal: 

This method encrypts files before deleting them to keep them safe or delete them. This method reduces the 
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risk of data leakage because the files remain in encrypted form even after they are deleted. Physical Destruction: 

This method completely erases data by destroying the physical disk where the files are stored. This method is 

one of the most secure methods because it destroys data using a physical device. 

 

3. System Design 

The existing file deletion mechanism deletes a specified file from the file system. The file deletion 

mechanism mainly consists of the following processes: File metadata modification: The file system modifies 

the metadata of the file to delete the file. In this process, information such as the file name, path, size, and 

modification date are deleted. In addition, metadata for the block used by the file is also updated. Block release: 

The file system releases the block used by the file. In this process, the block is marked or initialized so that it 

can be used again. However, the data previously used may not be completely deleted and may remain in the 

block. 

In order to design a method to initialize the block of a file, several factors must be considered. These factors 

should be designed considering the safety, efficiency, and applicability of the initialization method. In addition, 

a specific goal for the data block initialization method must be set. In this paper, this goal is to completely 

erase the previous data of the file and initialize it safely. In addition, the initialization process must be efficient 

and utilize system resources effectively. 

In order to achieve this design goal, it is necessary to examine the problems of the existing block 

initialization method. The existing block initialization method generally initializes the entire file system. This 

method performs initialization for the entire block of the file system. In general, existing systems perform 

formatting on a file system basis. This system is not effective when only a specific file is irreversibly deleted.  

This feature aims to completely wipe the blocks used by a file when it is deleted, making previous data 

unrecoverable. The function of irreversibly initializing blocks that a specific file has plays an important role 

in safely deleting data in a file system and protecting sensitive information from being leaked. This function 

aims to completely initialize blocks used by a file when the file is deleted, making it impossible to recover 

previous data.  

For this purpose, the following functions are required: Block identification: First, the block used by a 

specific file must be identified. The file system can identify the block by checking the metadata of the block 

used by the file. Block initialization algorithm: The initialization algorithm is used to safely initialize blocks 

used by a specific file. This algorithm completely erases previous data and makes it impossible to recover by 

randomly overwriting the block or filling it with a random pattern. Guaranteeing irreversibility: It is important 

to check whether the data stored in the block has been completely deleted or changed to an irreversible state 

through the initialization process. This ensures irreversible initialization of the block. Security: The block 

initialization function should also be reliable in terms of security. The initialized block should be safely 

protected, and the block initialization process itself should not be vulnerable to security threats such as hacking 

or data leakage. 

A block initialization function that satisfies these requirements can play an important role in strengthening 

data security and privacy protection in the file system. Therefore, various aspects such as safety, efficiency, 

and security should be considered in the design and implementation of this function. The operation process of 

the function to format a file block in a specific folder proposed in this paper is as shown in Fig. 2. 
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Figure 2. Process of initializing a file block in a specific folder 

In order to format a file block in a specific folder, you must specify the folder you want to format. Once the 

folder you want to format is specified, the files in the folder are searched for. For the found files, the data 

(blocks) in the file are read into the main memory space. If it is not the last block in the file, the block is read 

into the main memory space and this block is initialized. The initialized block data is saved back to a file. A 

task is performed to check whether the initialization was done properly for the initialized block. This process 

is repeated until there are no more blocks to read in the file. When there are no more blocks to read in the file, 

the program execution is terminated. 

 

4. Experiment 

An environment was built to test whether the function of formatting a file block in a specific folder proposed 

in this paper works properly. The experimental environment used the Windows 11 operating system and the 

CodeBlock compiler. A program was written to designate a specific folder using the CodeBlock compiler and 

initialize the files in the designated folder. The screen for testing the function of designating the blocks of files 

in a specific folder using the written program is as shown in Fig. 3 below. Fig. 3 is the screen for designating 

a specific folder to be formatted. 

 

 

Figure 3. Screen for designating a specific folder 

Fig. 3 is the screen for designating a folder to be formatted (initialized). In this paper, the “C:\Temp\ 6666666” 

folder was designated. Fig. 3 shows the files in the “C:\Temp\6666666” folder. 
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Figure 4. Files in a specific folder 

There are two files, “1.docm” and “1.docx”, in the “C:\Temp\6666666” folder. The following Fig. 4 is a 

screen that checks whether the data block is formatted normally after reading the file in a specific folder and 

formatting (initializing) it. 

 

Figure 5. Initializing a file in a specific folder 

Fig. 5 shows the process of finding and formatting a file in the “C:\Temp\6666666” folder. Fig. 5 shows the 

process of formatting (initializing) the “1.docm” file in the “C:\Temp\6666666” folder. It shows that all the 

block data in the “1.docm” file are formatted to 0. 

The following Fig. 6 shows the process of formatting (initializing) the “1.docx” file in the 

“C:\Temp\6666666” folder. 

 

Figure 6. Initializing a file in a specific folder 

Fig. 6 shows the process of formatting (initializing) the “1.docx” file in the “C:\Temp\6666666” folder. It 

shows that all the block data in the “1.docx” file are formatted to 0. After going through this process, the 

following Fig. 6 shows the folder appearance after formatting the “1.docm” and “1.docx” files in the 

“C:\Temp\6666666” folder. 

 

 

Figure 7. End of initialization of file blocks in a specific folder 
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Fig. 7 shows the folder appearance after formatting the “1.docm” and “1.docx” files in the 

“C:\Temp\6666666” folder. After formatting the “C:\Temp\6666666” folder, you can see that all the files in 

the folder have disappeared normally. This means that all the blocks in this folder have been initialized, and 

you can see that the files have disappeared. 

In this paper, we conducted an experiment on the format (initialization) process for block data contained in 

files within a specific folder. As a result of the experiment, we were able to confirm that the initialization was 

performed normally for the blocks in the files in the specific folder. 

 

5. Conclusion 

In this paper, we designed a function to format (initialize) data blocks of files in a specific folder in the 

Windows operating system. This function first specifies a specific folder. When a folder is specified, 

information about files in the folder is read. For each file, data is read into the main memory in block units and 

then initialized to 0. The data initialized to 0 is overwritten with the block data of the original file. This process 

is performed until there are no more file blocks. 

After performing block initialization on files in a specified folder, we can confirm that the blocks were 

initialized normally through an experiment to confirm that they were initialized normally. We conducted an 

experiment to confirm whether the block initialization function for files in a specified folder in the Windows 

operating system proposed in this paper operates normally. As a result of the experiment, we were able to 

confirm that the files in the specified block were initialized (formatted) to 0 normally. 
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