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Design and Implementation of Transfer Buffer Sharing
Technique for Efficient Massive Data Transfer

Dae-Soo Cho, Member, KIMICS

Abstract—It is required that a server which
communicates with various client simultaneously should
have an efficient data transfer model. In Windows®
environment, the server was generally developed based
on IOCP model. Developing the IOCP model, the server
generally has one data transfer buffer per client. If the
server divides a larger data than the transfer buffer into
several fragments, there used to be a problem in sending
it to a client, because there is a conflict in a data transfer
buffer. That is, CPU requests one data-fragment transfer,
then it will request the next data-fragment transfer
successively before completing the previous request,
owing to the property of overlapped 10 model. In this
paper, we proposed the transfer buffer sharing technique
to solve the conflicting problem. The experimental result
shows that the performance of data transfer was
enhanced by 39% maximally.

Index Terms—IOCP, Buffer Sharing, Massive Data
Transfer, Client-Server System, Healthcare Monitoring

L INTRODUCTION

It is required that a server which should support real
time communication with various client simultaneously
should have an efficient data transfer model. In windows
environment, the server was generally developed based
on IOCP model. IOCP, one of the most powerful /O
model, is based on asynchronous (non-blocked),
overlapped 10. In IOCP, the server issues the read/write
operation asynchronously, and the operation will be
completed later. That is, after CPU issues the read/write
operation, it is not blocked to wait the completion of the
operation. The throughput of CPU, therefore, is higher
than in the synchronous I/O [1] [2].

Developing the IOCP model, the server generally has
one data transfer buffer per client, and this buffer must
remain valid until the I/O operation completes. If the
server divides a larger data than the transfer buffer into
several fragments, there used to be a problem in sending
it to a client, because there is a conflict in a data transfer
buffer. That is, CPU issues a write operation for a data-
fragment, and then it will successively issue another
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write operation for the next data-fragment before
completing the previous write operation.

In this paper, we proposed the transfer buffer sharing
technique to solve the conflicting problem. The
experimental result shows that the performance of data
transfer was enhanced by 39% maximally. It is expected
for the server to transfer massive data efficiently.

The rest of the paper is organized as follows: In
section II, we will overview the 10 completion port. In
section III, we will explain the problem and solution
briefly, and then we will show the experimental result in
section IV. Finally, we will conclude by giving
directions for future work in section V.

I1. Overview of IOCP I/O Model

Generally, compared to the speed of CPU, I/O devices
are considered extremely slow. In synchronous /O
depicted in Fig. 1.(a), the throughput of CPU, therefore,
is very low due to the delay time. This means that the
CPU spends almost all of its time idle waiting for I/O
operations to complete.
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Fig. 1 Two different I/O models: Synchronous 1/O
model VS Asynchronous 1/0 model

Asynchronous /O (see Fig. 1.(b)) is used to improve
throughput, latency, and/or responsiveness. An
asynchronous I/O request returns immediately, leaving
the /O call pending. At some point of time, the result of
the 1/O asynchronous call must be synchronized with the
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main thread. This can be done in different ways. The
synchronization can be performed by using event,
asynchronous procedure calls(APC), or IOCP.

I0 Completion Port (IOCP) was introduced in
Windows to suite the needs of an architecture which
could best fit in a server application [3]. The server
application should be able to serve multiple clients with
a limited number of threads, which constitute the thread
pool. The number of these limited threads depends upon
the number of processors. An IOCP object is associated
with several I/O objects (i.e. sockets) that support
pending asynchronous I/O calls. A thread that has access
to an IOCP can be suspended untif a pending
asynchronous I/O call is finished [4] [5].

A completion port is a queue into which the operating
system puts notifications of completed overlapped I/O
requests. Once the operation completes, a notification is
sent to a worker thread that can process the result. A
socket may be associated with a completion port at any
point after creation [6].

As shown in Fig. 2, while working with IOCP, you
have to deal with three things, (1) associating a socket to
the completion port, (2) making the asynchronous I/O
call, and (3) synchronization with the thread. To get the
result from the asynchronous I/O call and to know, for
example, which client has made the I/O request, you
have to pass two parameters: the CompletionKey
parameter, and the OVERLAPPED structure.
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Fig. 2 1/O operation with IOCP

By using IOCP, we can overcome the "one-thread-per-
client" problem. It is commonly known that the
performance decreases heavily if the software does not
run on a true multiprocessor machine. Threads are
system resources that are neither unlimited nor cheap.
IOCP provides a way to have a few (I/O worker) threads
handle multiple clients’ input/output "fairly". The threads
are suspended, and don't use the CPU cycles until there
is something to do.

III. Massive Data Transfer

A. Problem Definition

The OVERLAPPED structure parameter is commonly
used to pass the memory buffer that is used by the
asynchronous I/O call. Generally, the "ONE-buffer-per-

client" is used in client/server communication by using
IOCP and this buffer allocation method works well
except when a server is willing to send a larger data than
the transfer buffer. Sending the larger data, the server
should divide it into several fragments which are fit for
buffer size. In the asynchronous I/O, the CPU issues a
write operation for a data-fragment, and then it will
successively issue another write operation for the next
data-fragment before completing the previous write
operation. Therefore, a data-fragment could overlap in
the buffer with the previous data-fragment which is not
sent completely yet (as shown in Fig. 3).
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Fig.3  Transfer Buffer Conflict in the Asynchronous /O
B. Simple Solution with One Buffer: OB

To simply solve the buffer conflict problem in "one-
buffer-per-client” environment, the server application
issues the write operation just for 1st data-fragment of
the large data, and then the write operation for the next
data-fragment could be issued by the worker thread. This
worker thread is activated by IOCP after the previous
write operation is completed. That means the buffer is
not empty-status. We call this method as OB (“One
Buffer”).
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Fig. 4 Simple Solution for Buffer Conflict Problem in
"one-buffer-per-client" Environment

C. Buffer Sharing Solution: BS

In this paper, we have proposed another solution for
the buffer conflict problem which is to assign buffers as
many as the number of data-fragment. This means that a
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client might have several buffers if needed. Because each
data-fragment is written in different buffer, there is no
conflict any more as shown in Fig. 5.
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Fig. 5 Example: Three Buffers for One Client

These buffers could be (1) dynamically allocated, or
(2) statically reused from a buffer pool which is
consisted of buffers which have been allocated. In
general, to allocate and free memory is expensive,
therefore we should reuse buffers. We call this method as
BS (“Buffer Sharing”). Fig. 6 shows the memory
allocation and de-allocation model for one-buffer-per-
client and buffer sharing. Buffer sharing means that the
buffers in a pool are not dedicated by some specific
clients, but could be used by any client.
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Fig. 6 Memory Allocation & De-allocation Model

There certainly occurs a problem in one-buffer model.
Because the server does not communicated with all of
the clients concurrently, a lot of buffers allocated by
clients that are not communicated, but just connected to
the server are frequently not used for a while. In this case,
due to the limit of available memory resources of the
server, the number of client of one buffer model is less
than that of buffer sharing model.

IV. EXPERIMENTAL EVALUATION

A. Test Environment

In this paper, we have evaluated the massive data
transfer speed in order to compare BS proposed in this
paper with OB. The Test environment for evaluation is

as follows:
- CPU: Intel Pentium 4 2.80GHz
- RAM: Samsung DDR 1.75GB
- 0/S: Windows XP Professional SP 2
- Buffer Size: 4Kbyte
- Number of IOCP Worker Thread: 4

The parameters for performance evaluations are as
follows. The size of transfer data ranges from 10 to 1000
times larger than the size of transfer buffer (4KB). That
is, we have evaluated the performance of data transfer
with massive data of which size is maximally 1000 times
larger than the buffer size.

- The size of transfer data: 10*4, 100*4, 1000*4(KB)

- The number of client: 10, 100

- The size of buffer pool: 1000*4(KB)

B. Evaluation Results

The massive data transfer speed evaluated in this
paper is calculated as data size divided by elapsed time
for the client to receive from the 1st data-segment to the
last data-segment. Fig. 7 shows the evaluation results.
The y-axis means the ratio of data transfer speed of BS
over data transfer speed of OB. Ten hundred percent
means that two methods have equal performance. The
ratio value above 100% means that BS method has better
performance than OB method. The evaluation results
range from 98% to 105.9%.
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Fig. 7 The Ratio of Data Transfer Speed: Evaluation results
are dependent on network environment. The Server
and clients are different machines.

There is a few difference between OB method and BS
method, because the data transfer speed itself depends on
network environment. Because the buffer sharing make
the throughput of CPU higher, another performance
measure is required. In this paper, therefore, the ratio of
throughput is evaluated by loading the server and the
clients at the same machines. The experimental results
depicted in Fig. 8 demonstrate that the proposed buffer
sharing method performs maximally 39% better than the
one buffer method.
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Fig. 8 The Ratio of Throughput: Evaluation results are
independent of network environment. The Server
and clients run at the same machines.

V. CONCLUSIONS

In this paper, we have proposed transfer buffer sharing
method in order to solve the buffer conflict problem that
arises on transferring massive data while using IOCP I/O
model. Experimental tests show that buffer sharing
method performs better than the previous method using
one buffer per client. It is expected that this buffer
sharing method would be applicable to develop the
server with higher throughput. As future work, we
should revise the cost model and perform the
experimental tests with varying parameters, in order to
decide the optimal size of buffer pool according to the
number of client and the size of data.
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