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Abstract

This paper presented a low power design of a 32bit block cypher processor reduced from the original 128bit architecture. The primary purpose of this research is to evaluate physical implementation results rather than theoretical aspects. The data path and diffusion function of the processor were reduced to accommodate the smaller hardware size. As a running example demonstrating the design approach, we employed a modified ARIA algorithm having four S-boxes. The proposed 32bit ARIA processor comprises 13,893 gates which is 68.25% smaller than the original 128bit structure. The design was synthesized and verified based on the standard cell library of the MagnaChip’s 0.35um CMOS process. A transistor level power simulation shows that the power consumption of the proposed processor reduced to 61.4mW, which is 9.7% of the original 128bit design. The low power design of the block cypher processor would be essential for improving security of battery- less wireless sensor networks or RFID.

I. Introduction

Wireless sensor networks carry security features mainly relied on software. Hardware handling cryptic operations will reduce the processing time and power.
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yielding more efficient and wider applications. Traditional crypto-designs have been focused on high performance block cipher circuitry with some pipe-line structure. The designs are not proper for wireless sensor networks and RFID. A low-power and small-size design is better than high-performance structure, due to power consumption, transaction time and the number of gates in wireless sensor networks and RFID.

The block cipher algorithms such as ARIA and AES are 128-bit block ciphers with the SPN (Substitution - Permutation Network) structure[1][2]. ARIA is known to be relatively stronger than AES against differential crypt-analysis and linear crypt-analysis. According to security and performance analysis, ARIA and AES are two times faster than competing alternatives such as SEED and Camellia[1].

In this paper, we propose an architecture to implement block cipher efficiently. We place a strong focus on a very tight area and power consumption constraints of portable applications. The design proposed in this paper is based on a reduced hardware size consuming less power than the original design.

The ARIA[5] based on a 1-round loop is implemented with Xilinx VirtexE-1600 FPGA. Its throughput is 486 Mbps using 1,491 logic slices and 16 Block RAM's. We have similar results from AES implementation. From now on we are focus on the reduced ARIA implementation. We use four S-boxes and 32-bit diffusion function, and modify its data-path to eliminate the diffusion function generating a round key used for ciphering data.

This paper is organized as follows. In section II, the ARIA algorithm is briefly described. In section III, the proposed ARIA implementation is presented. Section IV explains simulation results of the proposed ARIA design. Finally, concluding remarks are in Section V.

II. Original ARIA Algorithm

The ARIA algorithm comprises a round function and a key scheduler for encryption and decryption. The round function is based on the involution SPN structure. Input and output data is 128 bits. The key size is one of 128, 192 or 256 bits[3].

The ARIA design can process data blocks of 128 bits, using cipher keys with lengths of 128, 192 and 256 bits as in AES systems. The number of rounds depends on the key size. The round function comprises three parts of AddRoundKey, Substitution, and Diffusion. [Fig. 1] shows the encryption and decryption of the ARIA algorithm. The AddRoundKey part performs exclusive-OR operations on 128-bit inputs and 128-bit keys. The Substitution part includes S-box and Inverse S-box.

![Fig. 1. Data path of ARIA](image)

\[
\begin{align*}
Y_0 &= (0,0,0,1,1,0,0,0,1,1,0,0,0,0,1,1) \\
Y_1 &= (0,0,0,1,0,0,1,1,0,0,0,1,1,0,0,0) \\
Y_2 &= (0,1,0,1,0,1,0,0,0,1,1,0,0,0,0,1) \\
Y_3 &= (1,0,0,0,0,1,1,0,0,0,1,1,0,1,0,1) \\
Y_4 &= (0,1,0,0,1,0,0,0,1,1,0,0,0,1,1,0) \\
Y_5 &= (0,0,1,0,0,1,1,0,0,0,0,1,1,0,0,0) \\
Y_6 &= (1,0,0,0,1,0,1,1,0,0,1,1,0,1,0,1) \\
Y_7 &= (0,1,0,0,0,0,1,1,0,0,1,1,0,1,0,1) \\
&\vdots \\
X_0 &= (0,0,0,0,1,1,0,0,0,1,1,0,0,0,1,1) \\
&\vdots \\
X_15 &= (0,1,1,1,0,0,1,0,1,0,0,0,1,1,1,1) \\
&\vdots \\
\end{align*}
\]

![Fig. 2. 16x16 binary matrix](image)
The diffusion part comprises a simple 16×16 involution binary matrix as shown in [Fig. 2]. The key initialization employs a Feistel structure using the round function as its f function. The initialization determines the values of \( W_0, W_1, W_2, \) and \( W_3 \). The round key is from the combination of the four values. The same algorithms is used both in encryption and decryption further simplifying circuit structure, whereas AES uses different procedures. The decryption round keys are different from the encryption round keys and are derived from the encryption round keys. The ordering of round keys are reversed followed by the output of the diffusion function \( D \) to all round keys except for the first and the last. The decryption round keys are the same as following when the round number is \( n[3] \).

\[
dk_0 = ek_{n-1}, \quad dk_n = A(ek_0), \quad \ldots, \quad dk_n = A(ek_{n-1}), \quad dk_{n-1} = ek_0
\]

(1)

III. Modification of the Algorithm

The hardware size reduction addresses the low power design goal of the block cipher processor. A smaller hardware is a powerful approach reducing power consumption per unit time.

![Fig. 3. Block diagram of ARIA](image)

ARIA hardware implementations can be tailored for a smaller die-size. The algorithm can meet different system bus widths. Because ARIA uses minimum two S-Boxes, the modified version of implementation is compatible to 16-bit, 32-bit and 128-bit platforms. This paper presents a 32-bit structure of ARIA. [Fig. 3] shows the reduced 32bit ARIA structure.

The reduced ARIA design is based on the standard cell library of the MagnaChip's 0.35um CMOS process. The synthesis tool is the design compiler from Synopsys Inc.

![Fig. 4. 4x16 binary matrix for 32-bit operation of diffusion](image)
1. Modification of Round Function and Memory

A Round function comprises AddRoundKey, Substitution, and Diffusion. The AddRoundKey is an exclusive-OR that adds a round key to the state in each iteration, where the round keys also are generated each round.

The substitution, LT, includes four S-Boxes, S1, S1\(^{-1}\), S2, and S2\(^{-1}\). An S-Box is implemented as a look-up table. The substitution of the 128-bit structure requires 16 S-Boxes. The number of S-boxes of the proposed 32-bit design is four. The LT and LT\(^{-1}\) of an S-Box can be shared by re-ordering the array sequences.

Diffusion is designed for 32-bit operations. The diffusion of the proposed ARIA differs from other block cipher which is the original 16x16 binary matrix shown in [Fig. 2]. The diffusion proposed in this paper is a 4x16 binary matrix that divides the original 16x16 matrix by 4. [Fig. 4] shows the diffusion process using the 4x16 matrix. It needs a 128-bit register for intermediate values.

The ARIA needs four 128 bits memories to save the values of W0, W1, W2, and W3 and a 128-bit memory for an intermediate state of the round function. The ARIA in this paper uses 16x32-bit registers and 4x32-bit registers as memory. The memory block for registers comprises 5,709 gates.

2. Modification of Data Path

The ARIA algorithm is an involution SPN structure using the same circuit for encryption and decryption. The difference between the encryption and the decryption is the use of diffusion function in the round key generation for decryption.

The data path modification proposed in this paper eliminates the diffusion function from the round key generation for decryption. The diffusion block including 128-bit registers takes 2,362 gates.

[Fig. 5] shows the modified ARIA data path: Figure 5a and 5b are for encryption and decryption, respectively. Inputs of functional blocks are switched using a multiplexer reflecting the encryption or decryption process.

The input of AddRoundKey is W, output of RAM for initialization, the output of diffusion function for encryption, the output of the substitution function for decryption, and data from outside sources. Substitution attaches a swap function at the input and output to share LT and LT\(^{-1}\). The swap function swaps the upper 16 bits with the lower 16 bits of input at every even round. We suggest a data path that can remove diffusion generating a decryption round key. The decryption is executed using an encrypting round key.

3. Modification of Key Schedulers

The Key Scheduler produces a round key using both encoding and decoding. The combination of the four Wi values makes the round key.

In case of the proposed 32-bit ARIA, the round key is generated by using a barrel shifter and XOR gates.
Data from the RAM are rotated by a predetermined number of positions. The rotated data goes through the exclusive-OR gate with the previous output value stored in the register. To produce a 32-bit round key, three items have to be fetched from the RAM. For example, to make $ek_{i,0}$, the upper 32 bits of $ek_i$, needs $W_{0,i}$ $W_{1,i}$ $W_{2,i}$ where $W_{j,i}$ is the $j$th 32-bit part of $W_i$. The $ek_{i,0}$ is the sum of $W_{0,i}$ and upper 32-bit of $W_i$ right-shifted as 19 bit positions denoted ($W_{j,i}[18:0]$, $W_{j,i}[31:19]$). The rotation count is fixed by the barrel shifter. [Fig. 6] is the block diagram of RndKeyGen that generate round keys using the barrel shifter for a rotated word. A 32-bits round key generation takes 4 clock cycles. It takes 3 clock cycles to access the RAM getting three values, and 1 clock cycle to initialize the register.

IV. Performance Analysis

We now turn to the performance issue of the proposed 32bit ARIA design comparing to the original 128bit processor. The circuit synthesis is based on the standard cell library of the MagnaChip's 0.35um CMOS process.

(a) data input

(b) data output

Fig. 7. Simulation results
The circuit synthesis and power simulation employ the design compiler and NanoSim of Synopsys Inc., respectively.

The simulation results show the promising performance. [Fig. 7] illustrates the simulation results of the proposed 32-bits ARIA processor. The test vectors for the evaluation are from the standard inputs defined in the official ARIA specification[3]. [Fig. 7a][Fig. 7b] show the input and output results compared to the specification.

- Encryption test vector: 128 bit encryption key
  - Key: 00102030405060708090a0b0c0d0e0f
  - Input: 01112233445566778899aabbccddeeff
  - Output: d718fbd6ab644c739da95f3be6451778

Table 1 shows a comparison of the proposed 32-bit version and a 128-bit version re-synthesized with the CMOS library. The required hardware complexity of 32-bit version is estimated to be 13,893 equivalent gates. The proposed 32-bit ARIA is 68.25% smaller than the original 128-bit system.

The substitution block that is the biggest one in 128-bit version is saved remarkably by using four S-Boxes. The biggest block in the 32-bit version is the memory block. The ARIA needs for four 128-bit values to generate round keys and a 128-bit value for the state. The diffusion block gets bigger because it has registers to save intermediate values.

Table 2. Comparison of ARIA and AES [11]

<table>
<thead>
<tr>
<th>Algorithm</th>
<th>Bus Width</th>
<th>Area (Gates)</th>
<th>Throughput (Mbps)</th>
<th>Frequency (MHz)</th>
<th>Process (um)</th>
</tr>
</thead>
<tbody>
<tr>
<td>ARIA</td>
<td>32-bit</td>
<td>13,893</td>
<td>22</td>
<td>71</td>
<td>0.35</td>
</tr>
<tr>
<td>AES</td>
<td>32-bit</td>
<td>15,493</td>
<td>241</td>
<td>64</td>
<td>0.6</td>
</tr>
</tbody>
</table>

Table 3. The mission time and energy characteristics

<table>
<thead>
<tr>
<th></th>
<th>Mission time</th>
<th>Energy at 71 MHz</th>
</tr>
</thead>
<tbody>
<tr>
<td>128-bit</td>
<td>12 cycles</td>
<td>114 nJ</td>
</tr>
<tr>
<td>32-bit</td>
<td>419 cycles</td>
<td>362 nJ</td>
</tr>
</tbody>
</table>

The power consumption of the 32-bit ARIA is about 9.7% of the 128-bit version. The values of power simulation are an average power for encrypting a plain text.

Table 2 shows a comparison between AES (Advanced Encryption Standard) and ARIA implementations. The two algorithms are similar in structure. The proposed 32-bit ARIA circuit has a slightly smaller size as the AES case[11].

It is difficult to find power consumption data for published designs since most designs did not go through silicon implementation but relied on the synthesis of circuitry. Comparison of power consumption is difficult.

Table 3 shows the comparison of delay and energy consumption when simulated at 71 MHz and 2.5 V. [Table 3] shows that the 32-bit design consumes more power than the 128-bit design. It is due to the longer mission time for the 32-bit design. The smaller average power is an important feature for RFID applications rather than total energy consumed for each transaction[13] since unlimited energy is available for RFID tags from air interface. However, the energy in a given unit time is limited for a RFID tag due to its on-chip energy collection mechanism. It is necessary to limit the average power consumption.
The maximum clock frequency of 71 MHz allows a data throughput rate of 25 Mbps after key initialization. The 32-bit ARIA module needs 63 clock cycles for initialization and 356 clock cycles for encryption. After generating a 32-bit word of a round key that takes 3 cycles, it needs a cycle for a 32-bit word of AddRoundKey and initialization of a register of the RndKeyGen is executed simultaneously. Therefore, AddRoundKey spends 16 clock cycles. The substitution needs 4 clock cycles. It takes 4 clock cycles for diffusion, and the 4 clock cycles to output 32-bit pieces. The one round function of ARIA designed in this paper needs 28 clock cycles.

V. Conclusion

This paper presented a low power block cipher design for battery-less wireless sensor networks or RFID tags demanding lower average power. A 32-bit architecture of ARIA reduced from the original 128-bit block cipher was developed for verification purposes. The ARIA module in this paper needs 63 clock cycles for initialization and 356 clock cycles for encryption. The hardware size is estimated to be 13,883 gate equivalents. The 32-bit ARIA proposed in this paper is 68.25% smaller than the original 128-bit ARIA. The power consumption is 61.46mW, 9.7% of the original 128-bit system.

This work aims at the evaluation of physical implementation rather than crypto-theoretic aspects. The secrecy of the algorithm does not change as the circuit size reduces. However, we expect stronger immunity on some attacks such as differential power analysis since smaller current variation demands higher sensitivity of current sensing mechanism and thereby makes it difficult to analyze externally. Future research will address this immunity issues as the circuit size becomes smaller.
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